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**R – Introduction**

R is an integrated suite of software facilities for data manipulation, calculation, and graphical display. It is an effecting data handling and storage facility.

**R – Basics**

# For comments  
# Shortcuts in R  
# ctrl+Enter ---> For execute of code  
# ctrl+ L -----> Clearing the console window  
# ctrl + 1 ------> shift cursor to R editor  
# ctrl + 2 -----> shift cursor to console window  
  
# creating simple objects and doing mathematical operations  
  
  
# Assigning value to a variable  
  
a = 5 # value 5 is assigned to variable a  
  
# Printing value assigned to a variable  
a # Printing the value of variable a

## [1] 5

a <- 6 # This is also one way of assigning value to a variable  
a

## [1] 6

scr = 'ggg' # Assigning character data to a variable. It can be done using either '' or ""  
scr

## [1] "ggg"

scrr = "dggg"  
scrr

## [1] "dggg"

print(class(a)) # Printing data type of variable a

## [1] "numeric"

print(class(scr))

## [1] "character"

print(class(scrr))

## [1] "character"

# class defines the data type of variable  
  
class(a) # Printing data type of variable a

## [1] "numeric"

class(scr)

## [1] "character"

class(scrr)

## [1] "character"

# Performing mathematical operations   
  
a - 8 # 8 is subtracted from value of variable a

## [1] -2

a

## [1] 6

b=TRUE  
b

## [1] TRUE

class(b)

## [1] "logical"

c = 4  
c

## [1] 4

a+c # Adding two variables

## [1] 10

# Using if condition  
if(b){  
 a+c  
}

## [1] 10

# Mathematical Operations  
sqrt(c)

## [1] 2

c^a

## [1] 4096

exp(c)

## [1] 54.59815

factorial(a)

## [1] 720

abs(a)

## [1] 6

cos(a)

## [1] 0.9601703

**R – Functions**

An R function is created by using the keyword function. In R, a function is an object so the R interpreter is able to pass control to the function, along with arguments that may be necessary for the function to accomplish the actions. The different parts of a function are function name, arguments, function body and return value.

# Function  
  
# Divider is the name of function having two inputs  
divider = function(x,y) {  
 result = x/y  
 result  
}  
divider(2,4) # calling function for operation and providing two inputs for output

## [1] 0.5

multiplication = function(a,b) {  
 output = a\*b  
 output  
}  
multiplication(2,4)

## [1] 8

# concat and arrays  
  
fuc <- c(1,2,3,4,5) # Creating vector---using c (combine)  
fuc # Printing the array

## [1] 1 2 3 4 5

fuc + 10 # This will add 10 to all values individually

## [1] 11 12 13 14 15

fuc\*10

## [1] 10 20 30 40 50

k = c(1,2,3)  
k = c(a,b,c)  
k+1

## [1] 7 2 5

# Listing & deleting objects(variable)  
ls() # Listing all the variables created

## [1] "a" "b" "c" "divider"   
## [5] "fuc" "k" "multiplication" "scr"   
## [9] "scrr"

rm(scr) # Deleting the variable  
ls()

## [1] "a" "b" "c" "divider"   
## [5] "fuc" "k" "multiplication" "scrr"

rm (list = ls()) # Remove all the variables  
ls()

## character(0)

**R- Data Types and Vector**

**Data Types**

# Data types (Normal, Ordinal, Interval, Ratio)  
# But in system it is (Numeric, Character, Logical, Date, Vector)  
  
x= 10  
class(x)

## [1] "numeric"

# Numeric-- Integer and Decimal  
x = 10.54  
class(x)

## [1] "numeric"

x = 10L # to make it as a integer we have to add L  
class(x)

## [1] "integer"

# L - Integer  
is.integer(x) # checking whether the data type of x is an integer or not

## [1] TRUE

is.numeric(x) # # checking whether the data type of x is an numeric or not

## [1] TRUE

# Character--- Categorical Variable- Nominal  
s = "R studio"  
class(s)

## [1] "character"

# Characters----words/strings(Nominal), Classification(Gender- Male, Female)  
# Level of Classification- Factors----Involves Levels(Ordinals)  
  
# Logical  
a = TRUE  
class(a)

## [1] "logical"

is.logical(a)

## [1] TRUE

# Date---- 1 Jan 1970  
# POSIXct - Date plus Time  
date = as.Date("2012-06-28") # Format is yyyy-mm-dd  
date

## [1] "2012-06-28"

class(date)

## [1] "Date"

as.numeric(date)

## [1] 15519

date = as.POSIXct("2020-11-22 10:32:25") # Date + Time  
date

## [1] "2020-11-22 10:32:25 IST"

as.numeric(date)

## [1] 1606021345

**Vectors**

# Vector   
# R is called as Vectorized language  
  
  
# vectors  
# A vector is collec tion of elements, all of same type.  
# A vector canot be of mixed type.  
# c- combine  
  
x = c(1,2,3,4,5,6,7,8,9,10) # Vector creation  
x

## [1] 1 2 3 4 5 6 7 8 9 10

# Arithmetic Operations on Vector  
x+1

## [1] 2 3 4 5 6 7 8 9 10 11

x-1

## [1] 0 1 2 3 4 5 6 7 8 9

c =x  
c-1

## [1] 0 1 2 3 4 5 6 7 8 9

c^2

## [1] 1 4 9 16 25 36 49 64 81 100

sqrt(c)

## [1] 1.000000 1.414214 1.732051 2.000000 2.236068 2.449490 2.645751 2.828427  
## [9] 3.000000 3.162278

sqrt(c^2)

## [1] 1 2 3 4 5 6 7 8 9 10

sqrt(c^4)

## [1] 1 4 9 16 25 36 49 64 81 100

# Vector creation  
  
a = 1:10 # This is also one method of creating vector . It will create sequence of nos from staring no. to ending no.  
a

## [1] 1 2 3 4 5 6 7 8 9 10

b = -5:4  
b

## [1] -5 -4 -3 -2 -1 0 1 2 3 4

a+b # Adding two vectors. Corresponding elements of one vector will be added to another.

## [1] -4 -2 0 2 4 6 8 10 12 14

a\*b

## [1] -5 -8 -9 -8 -5 0 7 16 27 40

length(a) # length of vector

## [1] 10

length(b)

## [1] 10

a

## [1] 1 2 3 4 5 6 7 8 9 10

a + c(1,2)

## [1] 2 4 4 6 6 8 8 10 10 12

a+c(1,2,3,4) # If Longer vector is not "multiple" of shorter vector, there will be warning

## Warning in a + c(1, 2, 3, 4): longer object length is not a multiple of shorter  
## object length

## [1] 2 4 6 8 6 8 10 12 10 12

# Vector comparisons  
  
a>5 # Checking whether vector values are greater than 5 or not

## [1] FALSE FALSE FALSE FALSE FALSE TRUE TRUE TRUE TRUE TRUE

a>0

## [1] TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE

a>b # Checking whether vector values of a are greater than b or not

## [1] TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE TRUE

a<b

## [1] FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE

any(a<b) # Checking whether any value of vector a is less than value of vector b. If there it will return true else false.

## [1] FALSE

a

## [1] 1 2 3 4 5 6 7 8 9 10

b

## [1] -5 -4 -3 -2 -1 0 1 2 3 4

any(a>b)

## [1] TRUE

any(a<b)

## [1] FALSE

all(a<b) # Checking whether all value of vector a is less than value of vector b. If all the values satisfied then it will return true else false.

## [1] FALSE

all(a>b)

## [1] TRUE

c = c('cricket','football','basketball','hockey','athletics')  
nchar(c) # defines the no. of characters

## [1] 7 8 10 6 9

nchar(b)

## [1] 2 2 2 2 2 1 1 1 1 1

# Accessing individual elements in a vector  
  
c[1] # Accessing 1st element

## [1] "cricket"

c[0]

## character(0)

c[3]

## [1] "basketball"

c[1:2] # Accessing 1st to 2nd element

## [1] "cricket" "football"

c[1:4]

## [1] "cricket" "football" "basketball" "hockey"

c[c(1,4)] # Accessing 1st and 4th element

## [1] "cricket" "hockey"

# Assigning names to a vector   
d = c(q='one', w='two',e='three')  
d

## q w e   
## "one" "two" "three"

d[1]

## q   
## "one"

d[1:4]

## q w e <NA>   
## "one" "two" "three" NA

e = c(1:10, 20) # Vector creation  
e

## [1] 1 2 3 4 5 6 7 8 9 10 20

s = 1:3  
s

## [1] 1 2 3

# Assigning names after creation of vector  
names(s)= c('one','two','three')  
s

## one two three   
## 1 2 3

**Factors, Data Structure and Missing Values**

**Factors**

# Factors- Ordinal data  
  
q1 = c(c,'javellin','volleyball','shooting')  
length(q1)

## [1] 8

q1

## [1] "cricket" "football" "basketball" "hockey" "athletics"   
## [6] "javellin" "volleyball" "shooting"

q2 = c(q1,'hockey','cricket','badland')  
q2

## [1] "cricket" "football" "basketball" "hockey" "athletics"   
## [6] "javellin" "volleyball" "shooting" "hockey" "cricket"   
## [11] "badland"

q2\_F = as.factor(q2) # Select only unique value, removes dulplicate  
q2\_F

## [1] cricket football basketball hockey athletics javellin   
## [7] volleyball shooting hockey cricket badland   
## 9 Levels: athletics badland basketball cricket football hockey ... volleyball

class(q2)

## [1] "character"

as.numeric(q2\_F) # assigning unique integer to each value(based on alphabetical order)

## [1] 4 5 3 6 1 7 9 8 6 4 2

**Data Structure**

# Data Structure  
# DATA frame  
# In Data Frame each individual column is a vector of same length. Each column can hold different types of data. In one column data type should be same.  
  
x = 10:1 # Vector  
y = -4:5  
z = c("Hockey","Football", "Cricket","vollleyball","xtx","gfygg","ggfgg","kkkkk","llll","oooo")  
# Creating Data frame from multiple vectors  
w = data.frame(x,y,z) # x,y,z will be three columns  
w

## x y z  
## 1 10 -4 Hockey  
## 2 9 -3 Football  
## 3 8 -2 Cricket  
## 4 7 -1 vollleyball  
## 5 6 0 xtx  
## 6 5 1 gfygg  
## 7 4 2 ggfgg  
## 8 3 3 kkkkk  
## 9 2 4 llll  
## 10 1 5 oooo

str(w) # structure of the data frame. It tells how many columns are there and their data type

## 'data.frame': 10 obs. of 3 variables:  
## $ x: int 10 9 8 7 6 5 4 3 2 1  
## $ y: int -4 -3 -2 -1 0 1 2 3 4 5  
## $ z: chr "Hockey" "Football" "Cricket" "vollleyball" ...

z = as.factor(z)  
w = data.frame(First=x, Second=y, Third=z) # Naming the columns  
w

## First Second Third  
## 1 10 -4 Hockey  
## 2 9 -3 Football  
## 3 8 -2 Cricket  
## 4 7 -1 vollleyball  
## 5 6 0 xtx  
## 6 5 1 gfygg  
## 7 4 2 ggfgg  
## 8 3 3 kkkkk  
## 9 2 4 llll  
## 10 1 5 oooo

# Checking the Dimension of Data Frame  
  
nrow(w) # No. of Rows

## [1] 10

ncol(w) # No. of Columns

## [1] 3

dim(w) # Rows \* Column

## [1] 10 3

names(w) # Names of columns

## [1] "First" "Second" "Third"

rownames(w) # Row Names

## [1] "1" "2" "3" "4" "5" "6" "7" "8" "9" "10"

names(w)[3] # Selecting individual column name

## [1] "Third"

# Head and Tail  
  
head(w) # Print First 6 rows

## First Second Third  
## 1 10 -4 Hockey  
## 2 9 -3 Football  
## 3 8 -2 Cricket  
## 4 7 -1 vollleyball  
## 5 6 0 xtx  
## 6 5 1 gfygg

head(w, n=7) # Print First 7 rows

## First Second Third  
## 1 10 -4 Hockey  
## 2 9 -3 Football  
## 3 8 -2 Cricket  
## 4 7 -1 vollleyball  
## 5 6 0 xtx  
## 6 5 1 gfygg  
## 7 4 2 ggfgg

tail(w) # Print last 6 rows

## First Second Third  
## 5 6 0 xtx  
## 6 5 1 gfygg  
## 7 4 2 ggfgg  
## 8 3 3 kkkkk  
## 9 2 4 llll  
## 10 1 5 oooo

class(w)

## [1] "data.frame"

# Accessing individual column  
w$Third

## [1] Hockey Football Cricket vollleyball xtx gfygg   
## [7] ggfgg kkkkk llll oooo   
## 10 Levels: Cricket Football gfygg ggfgg Hockey kkkkk llll oooo ... xtx

# Accessing Specific row and column  
w[3,2] # 3rd row and 2nd Column

## [1] -2

w[3,2:3] # 3rd Row and column 2 through 3

## Second Third  
## 3 -2 Cricket

w[c(3,5), 2]# Row 3&5 , Column 2;

## [1] -2 0

**Missing Values**

# Missing data in a vector  
  
x = c(1,2,3,NA,5,6,NA,8)  
x

## [1] 1 2 3 NA 5 6 NA 8

length(x)

## [1] 8

is.na(x)

## [1] FALSE FALSE FALSE TRUE FALSE FALSE TRUE FALSE

x = c(1,2,3,NA,5,6,NA,8,NULL,10) # NA means data not available there it will be counted in length but NULL means blank it will not be counted in length  
x

## [1] 1 2 3 NA 5 6 NA 8 10

class(x)

## [1] "numeric"

length(x)

## [1] 9

is.null(x)

## [1] FALSE

y = c('hockey',NA,'cricket')  
y

## [1] "hockey" NA "cricket"

class(y)

## [1] "character"

is.na(y)

## [1] FALSE TRUE FALSE

z = c(1,NULL,2)  
z

## [1] 1 2

is.null(z)

## [1] FALSE

**Matrices Arrays Lists and Loading data into R**

**Matrices**

# Matrix  
  
A = matrix(1:10, nrow = 5) # Create a 5x2 matrix  
A

## [,1] [,2]  
## [1,] 1 6  
## [2,] 2 7  
## [3,] 3 8  
## [4,] 4 9  
## [5,] 5 10

B = matrix(21:30, nrow = 5)   
B

## [,1] [,2]  
## [1,] 21 26  
## [2,] 22 27  
## [3,] 23 28  
## [4,] 24 29  
## [5,] 25 30

C = matrix(21:40, nrow = 2) # Create a 2x10 matrix  
C

## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9] [,10]  
## [1,] 21 23 25 27 29 31 33 35 37 39  
## [2,] 22 24 26 28 30 32 34 36 38 40

A+B # Matrix Addition

## [,1] [,2]  
## [1,] 22 32  
## [2,] 24 34  
## [3,] 26 36  
## [4,] 28 38  
## [5,] 30 40

A\*B # A = 5\*2 B = 5\*2

## [,1] [,2]  
## [1,] 21 156  
## [2,] 44 189  
## [3,] 69 224  
## [4,] 96 261  
## [5,] 125 300

A==B # checking whether elements are equal

## [,1] [,2]  
## [1,] FALSE FALSE  
## [2,] FALSE FALSE  
## [3,] FALSE FALSE  
## [4,] FALSE FALSE  
## [5,] FALSE FALSE

# Matrix Multiplication  
A %\*% t(B) # A is 5x2. B is 5x2. B-transpose is 2x5

## [,1] [,2] [,3] [,4] [,5]  
## [1,] 177 184 191 198 205  
## [2,] 224 233 242 251 260  
## [3,] 271 282 293 304 315  
## [4,] 318 331 344 357 370  
## [5,] 365 380 395 410 425

# Naming the Columns and Rows   
colnames(A) # Printing columns names of matrix A

## NULL

rownames(A)

## NULL

colnames(A)= c("Left","Right") # Assigning column names  
rownames(A)= c("1st","2nd","3rd","4th","5th")  
colnames(B)

## NULL

rownames(B)

## NULL

colnames(B)= c("First","Second")  
rownames(B)= c("One","Two","Three","Four","Five")  
colnames(C)

## NULL

rownames(C)

## NULL

colnames(C) = LETTERS [1:10]  
rownames(C) = c("Top", "Bottom")  
  
dim(A)

## [1] 5 2

dim(C)

## [1] 2 10

t(A)

## 1st 2nd 3rd 4th 5th  
## Left 1 2 3 4 5  
## Right 6 7 8 9 10

A %\*% C

## A B C D E F G H I J  
## 1st 153 167 181 195 209 223 237 251 265 279  
## 2nd 196 214 232 250 268 286 304 322 340 358  
## 3rd 239 261 283 305 327 349 371 393 415 437  
## 4th 282 308 334 360 386 412 438 464 490 516  
## 5th 325 355 385 415 445 475 505 535 565 595

**Arrays**

# Arrays  
# It is a multi-dimensional vector  
a1 = array(1:12, dim = c(2,3,2)) # First element is Row Index, Second Element is Column Index and third element is outer dimension  
a1

## , , 1  
##   
## [,1] [,2] [,3]  
## [1,] 1 3 5  
## [2,] 2 4 6  
##   
## , , 2  
##   
## [,1] [,2] [,3]  
## [1,] 7 9 11  
## [2,] 8 10 12

a1 = array(1:12, dim = c(2,3,1))  
a1

## , , 1  
##   
## [,1] [,2] [,3]  
## [1,] 1 3 5  
## [2,] 2 4 6

a1 = array(1:12, dim = c(2,6,2))  
a1

## , , 1  
##   
## [,1] [,2] [,3] [,4] [,5] [,6]  
## [1,] 1 3 5 7 9 11  
## [2,] 2 4 6 8 10 12  
##   
## , , 2  
##   
## [,1] [,2] [,3] [,4] [,5] [,6]  
## [1,] 1 3 5 7 9 11  
## [2,] 2 4 6 8 10 12

a1 = array(1:12, dim = c(2,6,1))  
a1

## , , 1  
##   
## [,1] [,2] [,3] [,4] [,5] [,6]  
## [1,] 1 3 5 7 9 11  
## [2,] 2 4 6 8 10 12

a1[,,1] # Accessing 1st outer Dimension

## [,1] [,2] [,3] [,4] [,5] [,6]  
## [1,] 1 3 5 7 9 11  
## [2,] 2 4 6 8 10 12

a1[1,2,] # Accessing 1st row 2nd column in both the dimensions

## [1] 3

a1 = array(1:12, dim = c(2,3,3)) # Since after 2nd dim all nos are taken therefore it will repeat as in 1st dimension  
a1

## , , 1  
##   
## [,1] [,2] [,3]  
## [1,] 1 3 5  
## [2,] 2 4 6  
##   
## , , 2  
##   
## [,1] [,2] [,3]  
## [1,] 7 9 11  
## [2,] 8 10 12  
##   
## , , 3  
##   
## [,1] [,2] [,3]  
## [1,] 1 3 5  
## [2,] 2 4 6

a1 = array(1:12, dim = c(2,3,2))  
a1

## , , 1  
##   
## [,1] [,2] [,3]  
## [1,] 1 3 5  
## [2,] 2 4 6  
##   
## , , 2  
##   
## [,1] [,2] [,3]  
## [1,] 7 9 11  
## [2,] 8 10 12

a1[1,,] # Accessing 1st row in both the dimension

## [,1] [,2]  
## [1,] 1 7  
## [2,] 3 9  
## [3,] 5 11

**Lists**

# List  
# It Stores any number of items of any type.  
a2 = list(1,2,3) # Creating 3 element list  
a2

## [[1]]  
## [1] 1  
##   
## [[2]]  
## [1] 2  
##   
## [[3]]  
## [1] 3

a3 = list(c(1,2,3)) # Creating single element list(a vector)  
a3

## [[1]]  
## [1] 1 2 3

a4 = list(c(1,2,3), 4:7) # Creating 2 element list-- 1st element a 3 element vector, 2nd element a 4 element vector  
a4

## [[1]]  
## [1] 1 2 3  
##   
## [[2]]  
## [1] 4 5 6 7

a5 = list(w,1:10) # Creating list--1st element a data frame, 2nd a vector of 10 elements  
a6 = list(w,a2,a3)  
  
#Naming List (similar to column name in data.frame)   
names(a5)= c("data.frame", "vector")  
names(a5)

## [1] "data.frame" "vector"

a5

## $data.frame  
## First Second Third  
## 1 10 -4 Hockey  
## 2 9 -3 Football  
## 3 8 -2 Cricket  
## 4 7 -1 vollleyball  
## 5 6 0 xtx  
## 6 5 1 gfygg  
## 7 4 2 ggfgg  
## 8 3 3 kkkkk  
## 9 2 4 llll  
## 10 1 5 oooo  
##   
## $vector  
## [1] 1 2 3 4 5 6 7 8 9 10

#Naming using "Name-Value" pair  
a6 = list(DataFrame = w, Vector = a2, vector1 = a3)  
names(a6)

## [1] "DataFrame" "Vector" "vector1"

a6

## $DataFrame  
## First Second Third  
## 1 10 -4 Hockey  
## 2 9 -3 Football  
## 3 8 -2 Cricket  
## 4 7 -1 vollleyball  
## 5 6 0 xtx  
## 6 5 1 gfygg  
## 7 4 2 ggfgg  
## 8 3 3 kkkkk  
## 9 2 4 llll  
## 10 1 5 oooo  
##   
## $Vector  
## $Vector[[1]]  
## [1] 1  
##   
## $Vector[[2]]  
## [1] 2  
##   
## $Vector[[3]]  
## [1] 3  
##   
##   
## $vector1  
## $vector1[[1]]  
## [1] 1 2 3

# Creating an empty list  
(emptylist = vector(mode="list", length =4))

## [[1]]  
## NULL  
##   
## [[2]]  
## NULL  
##   
## [[3]]  
## NULL  
##   
## [[4]]  
## NULL

# LENGTH OF LIST  
length(a6)

## [1] 3

# Accessing elements  
a6[[1]] # Accessing 1st element

## First Second Third  
## 1 10 -4 Hockey  
## 2 9 -3 Football  
## 3 8 -2 Cricket  
## 4 7 -1 vollleyball  
## 5 6 0 xtx  
## 6 5 1 gfygg  
## 7 4 2 ggfgg  
## 8 3 3 kkkkk  
## 9 2 4 llll  
## 10 1 5 oooo

a6[["DataFrame"]] # Accessing elements using names

## First Second Third  
## 1 10 -4 Hockey  
## 2 9 -3 Football  
## 3 8 -2 Cricket  
## 4 7 -1 vollleyball  
## 5 6 0 xtx  
## 6 5 1 gfygg  
## 7 4 2 ggfgg  
## 8 3 3 kkkkk  
## 9 2 4 llll  
## 10 1 5 oooo

a6[[1]]$Third # Accessing column with name from 1st elements

## [1] Hockey Football Cricket vollleyball xtx gfygg   
## [7] ggfgg kkkkk llll oooo   
## 10 Levels: Cricket Football gfygg ggfgg Hockey kkkkk llll oooo ... xtx

a6[[1]][,"Second"]

## [1] -4 -3 -2 -1 0 1 2 3 4 5

a6[[1]][,"Second", drop = FALSE]

## Second  
## 1 -4  
## 2 -3  
## 3 -2  
## 4 -1  
## 5 0  
## 6 1  
## 7 2  
## 8 3  
## 9 4  
## 10 5

**Loading data into R**

# Loading data into R  
  
b1 = "http://www.jaredlander.com/data/Tomato%20First.csv" # Loading csv file from the path  
b2 = read.table(file=b1,header = TRUE, sep = ",") # Read the csv file loaded in b1. # header means 1st row it will consider it as header else it will assign own header name  
head(b2)

## Round Tomato Price Source Sweet Acid Color Texture Overall  
## 1 1 Simpson SM 3.99 Whole Foods 2.8 2.8 3.7 3.4 3.4  
## 2 1 Tuttorosso (blue) 2.99 Pioneer 3.3 2.8 3.4 3.0 2.9  
## 3 1 Tuttorosso (green) 0.99 Pioneer 2.8 2.6 3.3 2.8 2.9  
## 4 1 La Fede SM DOP 3.99 Shop Rite 2.6 2.8 3.0 2.3 2.8  
## 5 2 Cento SM DOP 5.49 D Agostino 3.3 3.1 2.9 2.8 3.1  
## 6 2 Cento Organic 4.99 D Agostino 3.2 2.9 2.9 3.1 2.9  
## Avg.of.Totals Total.of.Avg  
## 1 16.1 16.1  
## 2 15.3 15.3  
## 3 14.3 14.3  
## 4 13.4 13.4  
## 5 14.4 15.2  
## 6 15.5 15.1

# Reading Text Files  
Garden = read.table("C:/Users/Sneha/Downloads/R-Test.txt",header=TRUE,sep="")  
head(Garden)

## Name ID  
## 1 aaa 10  
## 2 bbb 20  
## 3 ccc 30  
## 4 ddd 40  
## 5 eee 50  
## 6 fff 60

#R Binary Files  
# save the tomato data.frame to Disk  
save(b2, file="E:\\R\\4-Data Structure\\R-Test.rdata")  
# remove tomato from memory  
rm(b2)  
# Check if it still exists  
#head(b2)  
# read it from the rdata file  
load("E:\\R\\4-Data Structure\\R-Test.rdata")  
head(b2)

## Round Tomato Price Source Sweet Acid Color Texture Overall  
## 1 1 Simpson SM 3.99 Whole Foods 2.8 2.8 3.7 3.4 3.4  
## 2 1 Tuttorosso (blue) 2.99 Pioneer 3.3 2.8 3.4 3.0 2.9  
## 3 1 Tuttorosso (green) 0.99 Pioneer 2.8 2.6 3.3 2.8 2.9  
## 4 1 La Fede SM DOP 3.99 Shop Rite 2.6 2.8 3.0 2.3 2.8  
## 5 2 Cento SM DOP 5.49 D Agostino 3.3 3.1 2.9 2.8 3.1  
## 6 2 Cento Organic 4.99 D Agostino 3.2 2.9 2.9 3.1 2.9  
## Avg.of.Totals Total.of.Avg  
## 1 16.1 16.1  
## 2 15.3 15.3  
## 3 14.3 14.3  
## 4 13.4 13.4  
## 5 14.4 15.2  
## 6 15.5 15.1

# Read data from anywhere in the Disk/Computer  
#myData = read.csv(file.choose()) # No working directory setup is needed

**R – Statistics**

**Mean, Variance and Standard Deviation**

# Basic statistics  
  
# Generate a random sample of 100 numbers between 1 and 100  
x = sample(x=1:100, size = 100,replace = TRUE) # Duplicate values present  
x

## [1] 90 76 55 85 23 78 64 98 77 43 47 65 89 28 19 45 98 88 36 86 14 32 91 17 44  
## [26] 5 3 21 21 74 32 33 68 97 73 37 19 77 29 83 21 89 43 70 53 46 64 12 85 42  
## [51] 92 36 22 81 98 95 38 45 56 82 19 60 92 25 32 4 31 1 37 94 61 29 27 95 91  
## [76] 28 76 58 91 93 70 34 68 84 46 30 12 13 8 95 85 79 63 45 53 11 54 65 22 90

x = sample(x=1:100, size = 100,replace = FALSE) # Unique values  
x

## [1] 67 15 50 93 37 46 40 100 87 45 79 63 72 31 23 86 17 70  
## [19] 89 27 2 47 4 59 56 6 7 18 9 68 57 44 61 58 92 54  
## [37] 33 90 66 62 51 91 55 43 26 34 96 80 75 22 20 19 77 8  
## [55] 85 30 81 74 94 38 98 97 11 64 1 83 52 24 60 3 95 16  
## [73] 49 48 41 42 76 99 71 73 32 65 88 10 25 14 84 78 28 39  
## [91] 36 13 12 29 82 35 5 53 69 21

mean(x) # Calculating Mean

## [1] 50.5

y = x  
y = sample(x=1:100, size = 20, replace = FALSE)   
y

## [1] 38 79 74 24 72 30 61 9 70 5 62 93 80 83 40 17 96 73 87 32

mean(y)

## [1] 56.25

y = sample(x, size = 20, replace = FALSE)  
y

## [1] 16 86 87 42 21 94 95 19 47 45 13 57 43 20 65 5 36 91 78 24

mean(y)

## [1] 49.2

z=x  
z[sample(x=1:100, size = 20, replace = FALSE)] = NA # 20 values will be NA in a sample of 100.  
z

## [1] 67 15 50 NA 37 46 40 100 87 45 79 63 NA 31 23 86 17 70  
## [19] 89 NA NA NA 4 59 NA 6 7 18 9 68 57 44 61 NA 92 54  
## [37] 33 90 66 62 51 91 55 43 26 34 96 80 75 22 20 NA 77 8  
## [55] NA 30 NA 74 94 38 NA 97 11 64 1 83 52 NA NA NA 95 NA  
## [73] 49 NA 41 42 76 NA 71 73 32 NA 88 10 25 14 84 78 28 NA  
## [91] 36 13 12 29 82 35 5 53 NA 21

mean(z)

## [1] NA

mean(z, na.rm=TRUE) # To calculate mean of sample containing NA value. We have to remove NA from sample.

## [1] 49.8625

# Weighted means  
grades = c(10,20,30,40)  
weights = c(1/2,1/4,1/8,1/8)  
weighted.mean(x= grades, w= weights) # Weighted Mean

## [1] 18.75

#Variance  
var(y)

## [1] 927.5368

# Variance using formula  
sum((y- mean(y))^2)/ (length(y)-1)

## [1] 927.5368

# Standard Deviation  
sqrt(var(y))

## [1] 30.45549

sd(y)

## [1] 30.45549

sd(z)

## [1] NA

sd(z, na.rm= TRUE)

## [1] 28.76564

# Other Commonly Used Functions  
min(x) # Minimum value of sample

## [1] 1

max(x) # Maximum value of sample

## [1] 100

median(x) # Median of Sample

## [1] 50.5

min(z)

## [1] NA

min(z, na.rm=TRUE)

## [1] 1

# Summary Statistics  
summary(x) # Irt will give Min, Max, Mean, median 1st and 3rd Quantile.

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1.00 25.75 50.50 50.50 75.25 100.00

summary(y)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 5.00 20.75 44.00 49.20 80.00 95.00

# Quantiles  
quantile(y, probs = c(0.25, 0.75)) # Calculate 25th and 75th Quantile

## 25% 75%   
## 20.75 80.00

quantile(y, probs = c(0.1,0.25,0.5, 0.75,0.99))

## 10% 25% 50% 75% 99%   
## 15.70 20.75 44.00 80.00 94.81

quantile(z, probs = c(0.25, 0.75), na.rm = TRUE)

## 25% 75%   
## 25.75 75.25

# Package Installation  
# install.packages("ggplot2")  
library(ggplot2)

**Hypothesis Testing – T – Test**

A t-test is used as a hypothesis testing tool, which allows testing of an assumption applicable to a population. A t-test is a type of inferential statistic used to determine if there is a significant difference between the means of two groups, which may be related in certain features. It is mostly used when the data sets, like the data set recorded as the outcome from flipping a coin 100 times, would follow a normal distribution and may have unknown variances.

**One Sample T – Test**

# T-tests  
  
data(tips, package = "reshape2") # Loading Datasets from Package  
head(tips) # Printing 1st6 rows of Dataset

## total\_bill tip sex smoker day time size  
## 1 16.99 1.01 Female No Sun Dinner 2  
## 2 10.34 1.66 Male No Sun Dinner 3  
## 3 21.01 3.50 Male No Sun Dinner 3  
## 4 23.68 3.31 Male No Sun Dinner 2  
## 5 24.59 3.61 Female No Sun Dinner 4  
## 6 25.29 4.71 Male No Sun Dinner 4

str(tips) # Print the structure of Dataset

## 'data.frame': 244 obs. of 7 variables:  
## $ total\_bill: num 17 10.3 21 23.7 24.6 ...  
## $ tip : num 1.01 1.66 3.5 3.31 3.61 4.71 2 3.12 1.96 3.23 ...  
## $ sex : Factor w/ 2 levels "Female","Male": 1 2 2 2 1 2 2 2 2 2 ...  
## $ smoker : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ day : Factor w/ 4 levels "Fri","Sat","Sun",..: 3 3 3 3 3 3 3 3 3 3 ...  
## $ time : Factor w/ 2 levels "Dinner","Lunch": 1 1 1 1 1 1 1 1 1 1 ...  
## $ size : int 2 3 3 2 4 4 2 4 2 2 ...

write.csv(tips, "E:/R/5-Statistics/tips.csv", row.names = FALSE) # Saving csv file into location. Without any arbitrary row names.  
  
# Selecting unique values from a column  
unique(tips$sex)

## [1] Female Male   
## Levels: Female Male

unique(tips$day)

## [1] Sun Sat Thur Fri   
## Levels: Fri Sat Sun Thur

#One Sample t-test - ONE GROUP [Two Tail. Ho:Mean = 2.5]  
t.test(tips$tip, alternative = "two.sided", mu=2.5)

##   
## One Sample t-test  
##   
## data: tips$tip  
## t = 5.6253, df = 243, p-value = 5.08e-08  
## alternative hypothesis: true mean is not equal to 2.5  
## 95 percent confidence interval:  
## 2.823799 3.172758  
## sample estimates:  
## mean of x   
## 2.998279

**Here in this example consider alpha = 0.05, but p-value = 5.08e-08 which means that p – value is less than alpha therefore we reject the null hypothesis.**

#One Sample t-test - Upper Tail. Ho:Mean LE 2.5  
t.test(tips$tip, alternative = "greater", mu=2.5)

##   
## One Sample t-test  
##   
## data: tips$tip  
## t = 5.6253, df = 243, p-value = 2.54e-08  
## alternative hypothesis: true mean is greater than 2.5  
## 95 percent confidence interval:  
## 2.852023 Inf  
## sample estimates:  
## mean of x   
## 2.998279

**Here in this example consider alpha = 0.05, but p-value = 2.54e-08** **which means that p – value is less than alpha therefore we reject the null hypothesis.**

**Two Sample T- Test**

# Two Sample T-test - TWO GROUP  
t.test(tip ~ sex, data = tips, var.equal = TRUE)

##   
## Two Sample t-test  
##   
## data: tip by sex  
## t = -1.3879, df = 242, p-value = 0.1665  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -0.6197558 0.1074167  
## sample estimates:  
## mean in group Female mean in group Male   
## 2.833448 3.089618

**Here in this example consider alpha = 0.05, but p-value = 0.1665**  **which means that p – value is greater than alpha therefore we do not reject the null hypothesis.**

#Paired- Two-Sample T-Test   
# install.packages("UsingR")  
require(UsingR)

## Loading required package: UsingR

## Loading required package: MASS

## Loading required package: HistData

## Loading required package: Hmisc

## Loading required package: lattice

## Loading required package: survival

## Loading required package: Formula

##   
## Attaching package: 'Hmisc'

## The following objects are masked from 'package:base':  
##   
## format.pval, units

##   
## Attaching package: 'UsingR'

## The following object is masked \_by\_ '.GlobalEnv':  
##   
## grades

## The following object is masked from 'package:survival':  
##   
## cancer

head(father.son)

## fheight sheight  
## 1 65.04851 59.77827  
## 2 63.25094 63.21404  
## 3 64.95532 63.34242  
## 4 65.75250 62.79238  
## 5 61.13723 64.28113  
## 6 63.02254 64.24221

write.csv(father.son, "E:\\R\\5-Statistics\\father\_son.csv", row.names = FALSE)

**Anova**

#ANOVA - Comparing Multiple Samples  
str(tips)

## 'data.frame': 244 obs. of 7 variables:  
## $ total\_bill: num 17 10.3 21 23.7 24.6 ...  
## $ tip : num 1.01 1.66 3.5 3.31 3.61 4.71 2 3.12 1.96 3.23 ...  
## $ sex : Factor w/ 2 levels "Female","Male": 1 2 2 2 1 2 2 2 2 2 ...  
## $ smoker : Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## $ day : Factor w/ 4 levels "Fri","Sat","Sun",..: 3 3 3 3 3 3 3 3 3 3 ...  
## $ time : Factor w/ 2 levels "Dinner","Lunch": 1 1 1 1 1 1 1 1 1 1 ...  
## $ size : int 2 3 3 2 4 4 2 4 2 2 ...

tipAnova = aov(tip ~ day, tips) # Comparing different samples, i.e there are 4 days in tips therefore there will be 4 samples regarding that.  
summary(tipAnova)

## Df Sum Sq Mean Sq F value Pr(>F)  
## day 3 9.5 3.175 1.672 0.174  
## Residuals 240 455.7 1.899

**Simple Linear Regression**

# Simple Linear Regression (SLR)  
# Using fathers' heights to predit sons' heights using SLR.  
# Fathers height as predictor(Indep - X) and   
# Son's height as the response /Target(Dep - Y)  
require(UsingR)  
require(ggplot2)  
head(father.son)

## fheight sheight  
## 1 65.04851 59.77827  
## 2 63.25094 63.21404  
## 3 64.95532 63.34242  
## 4 65.75250 62.79238  
## 5 61.13723 64.28113  
## 6 63.02254 64.24221

ggplot(father.son, aes(x=fheight, y=sheight))+geom\_point()+  
 geom\_smooth(method="lm")+labs(x="Fathers", y="Sons")

## `geom\_smooth()` using formula 'y ~ x'

![](data:image/png;base64,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)

heightsLM = lm(sheight ~ fheight, data = father.son)  
heightsLM

##   
## Call:  
## lm(formula = sheight ~ fheight, data = father.son)  
##   
## Coefficients:  
## (Intercept) fheight   
## 33.8866 0.5141

summary(heightsLM)

##   
## Call:  
## lm(formula = sheight ~ fheight, data = father.son)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -8.8772 -1.5144 -0.0079 1.6285 8.9685   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 33.88660 1.83235 18.49 <2e-16 \*\*\*  
## fheight 0.51409 0.02705 19.01 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 2.437 on 1076 degrees of freedom  
## Multiple R-squared: 0.2513, Adjusted R-squared: 0.2506   
## F-statistic: 361.2 on 1 and 1076 DF, p-value: < 2.2e-16

**Learnings from the Assignment**

* R is a vectorized language.
* R is case sensitive.
* R is a collection of libraries designed for data science.
* R executes code line by line.